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ABSTRACT 

Software testing has become an important tool in modern world to investigate the authenticity, working , reliability 

and sustainability of various software’s that are developed these days to cater the demand .The developed system is 

evaluated to check the quality of the ensemble product. Software testing is one of the most commonly used and 

accepted technique that is used worldwide for the betterment of the product. In this paper we will discuss the software 

testing life cycle. 
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I. INTRODUCTION 

 

Very early in the development of computers, people referred to the actual physical components - the tubes and relays, 

the resistors and wires, and chassis – as computer hardware. The word software was then coined to describe the non-

hardware components of the computer, in particular the programs that were needed to make the computers perform 

their intended tasks. The word caught on rapidly, and was in quite general use by 1960. One speaks of software shops 

(i.e. organizations that produce software), software maintenance, and, more recently, software engineering. Although 

the word software can be used in connection with all kinds of programs, it is usually used to denote programs whose 

use is not limited to one particular job or application. Thus, one speaks of system software, of software systems, of 

mathematical software, of software for business applications, etc.  

Growth in software engineering technology has led to production of software for highly complex situations occurring 

in industry, scientific research, defense and day to day life. The computer revolution is fueled by an ever more rapid 

technological advancement. Today, computer hardware and software permeates our modern society. Computers are 

embedded in wristwatches, telephones, home appliances, buildings, automobiles, and aircraft. Science and technology 

demand high-performance hardware and high-quality software for making improvements and breakthroughs. We can 

look at virtually any industry - automotive, avionics, oil, telecommunications, banking, semi-conductors, 

pharmaceuticals - all these industries are highly dependent on computers for their basic functioning. When the 

requirements for and dependencies on computers increase, the possibility of cries from computer failures also increase. 

The impact of these failures ranges from inconvenience (eg., malfunctions of home appliances) to economic damage 

(eg., interruption of banking systems) to loss of life (eg., failure of flight systems or medical software). Needless to 

say, the reliability of computer systems has a major concern for our society. Though high reliability of hardware part 

of these systems can be guaranteed, the same cannot be said for the software. Therefore a lot of importance is attached 

to the testing phase of the software development process, where around half the development resources are used [Musa 
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et al., 1988]. Essentially testing is a process of executing a program with the explicit intention of finding faults and it is 

this phase, which is amendable to mathematical modeling. 

It is always desirable to remove a substantial number of faults from the software. In fact the reliability of the software 

is directly proportional to the number of faults removed. Hence the problem of maximization of software reliability is 

identical to that of maximization of fault removal. At the same time testing resource are not unlimited, and they need 

to be judiciously used.  

In focusing on error prevention for reliability, we need to identify and measure the quality attributes applicable at 

different life cycle phases. As discussed previously, we need to specifically focus on requirements, design, 

implementation, and test phases. 

1.1. Testing Phase in Software Development Life Cycle 

Software development process is often called Software Life Cycle, because it describes the life of a software product 

from its conception to its implementation. Every software development process model includes system requirements 

as input and a delivered product as output. Many life cycle models have been proposed, based on the tasks involved in 

developing and maintaining software, but they all consist of the following stages and faults can be introduced during 

any of these stages.  

1. Requirement  

Analysis phase precedes all other activity for software development. During this phase the system service, 

constraints and goals are established. The user requirement are understood and specified. Though actual 

designing or coding is done, incorrect, missing or unclear requirements as specified by the user can lead to 

faults. In the Specification the translations of requirements into precise description of the externals of the 

software system are done. Hence defective software can result if user requirements are misinterpreted.  

2. In the Design phase the requirements and specifications are transformed into a structure that is suitable for 

implementation in some programming language.  Here, overall software architecture is defined, and the high 

level and detailed design work is performed. Misinterpretations are common when the system design is 

translated into lower-level descriptions for program design specifications.  

3. During Implementation and Unit testing phase, the software system is created, which implements the 

design. Unit testing ensures that each unit meets its specifications. The programmers and designers of the 

development team may commit some logical errors that cannot be pointed out by the compiler. The passing of 

parameters between modules is not considered during unit testing and can hide a fault.  

4. In System testing, the individual programs are integrated and tested to determine whether the implementation 

satisfies the requirement. Though this phase aims at removing all the faults included in the above phases, faults 

can be introduced into the software during the removal process. The theory developed in this thesis primarily 

addresses the testing phase. 

5. During Maintenance in the operational phase faults are corrected, which were not discovered during the 

previous stages, and enhances the performance of the software system. Incorrect user documentation, poor 

human factors and changes in requirement can lead to failure reports by the users. 

The efforts to improve the software development process are accompanied with parallel efforts aiming at ensuring 

high quality software systems. The software quality assurance consists of those procedures, techniques and tools 
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applied by professionals to ensure that a software product meets or exceed pre-specified standards during software 

development cycles.  

1.2. Software Quality Characteristics 

Quality is built into the software; it does not just happen to be there because the developers did a good job. Quality 

assurances practices are concurrent with all process activities. Quality is defined as “the degree of excellence of 

something”. This implies a subjective factor; any project can be found lacking if measured against a vague notion of 

what high quality is. Software quality in the context of software engineering measures how well software is designed 

(quality of design), and how well the software conforms to that design (quality of conformance) [Musa et al., 1990], 

(quality of design) measures how valid the design and requirements are in creating a worthwhile product [Triantafyllos 

et al., 1995] whereas (quality of conformance) is concerned with implementation. Software quality is measured via a 

set of attributes that are characteristics of high-quality software. Then we build into the requirements the attributes that 

are desired in the final product. The desired quality attributes are the part of the standard for measurement on the 

project. It is not always possible to measure each attribute directly, but some form of relative measurement must be 

made. Common among the characteristics are: completeness, correctness, depenendability, efficiency, reliability, 

maintainability, portability, robustness (the ability to minimize the impact of external factors, such as user errors or 

adverse environmental conditions), testability, and usability, but the list is not limited to these.  

 

II. ASSUMPTIONS 

 

1. The error detection phenomenon is modelled by NHPP. 

2. Software is subject to failure at random times caused by errors remaining in the   software. 

3. Corresponding to the failure phenomenon at the user/manufacturer’s end, there is an equivalent failure 

phenomenon at the manufacturer/user’s end . 

4. An error which caused a failure will not cause any further failure until removed. 

5. All errors in the software are mutually independent. 
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